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Obiectivul temei

Stream API – ul este folosit pentru procesarea unor colectii de obiecte. Un stream este o secventa de obiecte care suporta mai multe metode ce pot fi inlantuite (pipelined) pentru a produce rezultatul dorit. Stream-ul nu este o structura de date, in schimb ia input de la colectii, array-uri si canale input / output. Acestea nu schimba structura de date originala, ci doar furnizeaza rezultatul dorit prin metodele inlantuite. Fiecare operatie este executata in particular si returneaza un stream. Operatiile terminale marcheaza sfarsitul stream-ului si returneaza rezultatul. Unele operatii intermediare sunt: map, care este folosita pentru a mapa obiectele din colectie la alte obiecte, luand in considerare Predicate-ul pasat ca argument; filter, care este folosita pentru selectia elementelor, luand in considerare Predicate-ul pasat ca argument; sorted, care este folosita pentru sortarea stream-urilor. Unele operatii terminale sunt: collect, care este folosita pentru returnarea rezultatului operatiilor intermediare efectuate in stream; forEach, care este folosita pentru iterarea prin fiecare element al stream-ului; reduce, folosit pentru reducerea elementelor stream-ului la o singura valoare si are ca parametru un BinaryOperator.

Lambda Expressions sunt introduse din Java 8 si sunt primul pas al Java spre programarea functionala. Lamda Expression este, asadar, o functie care poate fi creata fara sa apartina unei clase si poate fi pasata ca si cum ar fi un obiect si poate fi executata. Sunt folosite, de obicei, pentru implementarea event listener-ilor sau in programarea functionala impreuna cu stream-urile.

Obiectivul temei este dezvoltarea unei aplicatii care analizeaza comportamentul unei persoane inregistrate de un set de senzori. Log-ul activitatilor unei persoane este stocat dupa urmatoarele criterii: timpul de inceput al activitatii, timpul de sfarsit al activitatii si activitatea propriu – zisa. Pentru a le stoca, ales sa folosesc Date pentru timpul de inceput si sfarsit al activitatii, respectiv String pentru numele activitatii. Printre activitatile persoanei monitorizate, se regasesc: Leaving, Toileting, Showering, Sleeping, Breakfast, Lunch, Dinner, Snack, Spare\_Time/TV, Grooming. Datele sunt impartite pe mai multe zile, fiecare activitate avand randul ei propriu in fisierul Activities.txt. Cerintele temei sunt urmatoarele:

1. Definirea clasei MonitoredData, cu 3 campuri: start time, end time si activitatea propriu – zisa. Citirea datelor din fisierul dat, Activities.txt folosind stream-uri si impartirea fiecarei linii in 3 parti, fiecare corespunzand la cate un camp din clasa MonitoredData, si crearea unei liste de MonitoredData din fisierul dat.
2. Sa se numere cate zile apar in fisier.
3. Sa se numere de cate ori apare fiecare activitate pe durata intregii perioade de monitorizare. Ca rezultat, se va returna un map cu activitatile si numarul de aparitii a fiecareia.
4. Sa se numere de cate ori apare fiecare activitate pentru fiecare zi a perioadei de monitorizare.
5. Sa se calculeze durata fiecarei activitati (fiecarei linii).
6. Sa se calculeze durata totala a fiecarei activitati, pe intreaga perioada de monitorizare.
7. Sa se filtreze activitatile care au 90% din istoricul monitorizarii, o durata de mai putin de 5 minute.

Analiza problemei

Tema consta in implementarea unei aplicatii ce foloseste stream-uri si lambda expressions, pentru a analiza comportamentul si activitatile unei persoane, inregistrate si scrise intr-un fisier. Pentru fiecare cerinta, vom incerca rezolvarea ei utilizand stream-uri si lambda expressions. Pentru a rezolva cerintele, vom crea clasa MonitoredData, care va contine campurile scrise si in fisier, si anume data si timpul la care incepe, respectiv se termina activitatea, si activitatea propriu – zisa. Acestea le vom defini ca atribute, de tipul Date, respectiv String. Ca metode, vom avea getter-e si setter-e pentru a avea acces la campurile obiectului de tip Monitored Data, atributele sale fiind private, conform principiilor OOP. De asemenea, vom implementa si metodele toString() si compareTo().

Pentru rezolvarea cerintelor, vom crea un pachet nou, iar in acest pachet, vom crea o clasa noua pentru fiecare cerinta, pentru a fi mai usor de deosebit. Clasa MonitoredDataRetriever realizeaza prima cerinta, adica parsarea fisierului. DaysCounter numara zilele care sunt incluse in perioada de monitorizare (cerinta a doua). ActivityCounter numara de cate ori apare fiecare activitate pe intreaga durata a monitorizarii (cerinta a treia). Clasa ActivitiesPerDayCounter numara de cate ori apare fiecare activitate pe fiecare zi a perioadei de monitorizare (cerinta a patra). Clasa DurationCalculator calculeaza durata fiecarei activitati (cerinta a cincea). Clasa EntireActivityDurationCalculator calculeaza durata totala a unei activitati, pe intreaga perioada a monitorizarii (cerinta a sasea). Clasa ActivityFilter filtreaza activitatile care au 90% din istoricul monitorizarii, o durata mai mica de 5 minute (cerinta a saptea).

Analiza problemei si implementare

Tema consta in implementarea unei aplicatii ce foloseste stream-uri si lambda expressions, pentru a analiza comportamentul si activitatile unei persoane, inregistrate si scrise intr-un fisier.

In clasa MonitoredData, am definit clasa in care vom stoca datele luate din fisier. Am definit trei atribute: timpul de inceput al activitatii, de tip Date, timpul de sfarsit al activitatii, de tip Date, si numele activitatii, de tip String. Ca metode, am generat getter-e si setter-e si am implementat si suprascris metoda toString si metoda compareTo.

In clasa MonitoredDataRetriever, am implementat rezolvarea primei cerinte. Am deschis fisierul si am luat fiecare linie si am impartit-o in trei si am luat campurile necesare, apoi salvandu-le intr-o lista cu elemente de tip Monitored Data.

In clasa DaysCounter, am implementat rezolvarea cerintei a doua. Am utilizat metoda collect, am grupat zilele dupa data si apoi am luat size-ul acelui map pentru a returna numarul zilelor monitorizate.

In clasa ActivityCounter am implementat rezolvarea cerintei a treia. Am utilizat metoda collect, am grupat dupa numele activitatii si am numarat cu counting(), returnand un Map < String, Long >.

In clasa ActivitiesPerDayCounter am implementat rezolvarea cerintei a patra. Am utilizat metoda collect si am grupat dupa anul, luna si ziua pentru a nu tine cont si de ora la care se intampla activitatea respectiva.

In clasa DurationCalculator am implementat rezolvarea cerintei a cincea. Am luat fiecare linie a fisierului si am parsat datele de pe linia respectiva. Apoi, am creat o noua data care este egala cu diferenta dintre datele date in fisier, si am pus-o in map cu index-ul liniei.

In clasa EntireActivitiesDurationCalculator am implementat rezolvarea cerintei a sasea. Am colectat toate activitatile si pentru fiecare am calculat diferenta, pe rand, dintre fiecare activitate. Am returnat un Map < String, Time >.

In clasa ActivityFilter am implementat rezolvarea cerintei a saptea.

Diagrama Use Case, care prezinta operatiile ce pot fi efectuate de un user, si anume sa ruleze fiecare cerinta, introducand index-ul, si sa vizualizeze analizele comportamentului pe perioada monitorizata.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAiwAAAD5CAIAAACLefkLAAAAAXNSR0IArs4c6QAAJEVJREFUeF7tne21I8W1hu943f9ABHMnAuMIMBEYIhhPBEAEeCIAIjATARABTATGEdhEAI5g7mO/a+3Vbp2j05L6Y7f60Y+zdKTq+nj2Vr21q6urnr179+5/fElAAhKQgAS2IPC7LQq1TAlIQAISkMC/CShC+oEEJCABCWxGQBHaDL0FS0ACEpCAIqQPSEACEpDAZgQUoc3QW7AEJCABCShC+oAEJCABCWxGQBHaDL0FS0ACEpCAIqQPSEACEpDAZgQUoc3QW7AEJCABCShC+oAEJCABCWxGQBHaDL0FS0ACEpCAIqQPSEACEpDAZgQUoc3QW7AEJCABCShC+oAEJCABCWxGQBHaDL0FS0ACEpCAIqQPSEACEpDAZgQUoc3QW7AEJCABCShC+oAEJCABCWxGQBHaDL0FS0ACEpCAIqQPSEACEpDAZgQUoc3QW7AEJCABCShC+oAEJCABCWxGQBHaDL0FS0ACEpCAIqQPSEACEpDAZgQUoc3QW7AEJCABCShC+oAEJCABCWxGQBHaDL0FS0ACEpCAIqQPSEACEpDAZgQUoc3QW7AEJCABCShC+oAEJCABCWxGQBHaDL0FS0ACEpCAIqQPSEACEpDAZgQUoc3QW7AEJCABCShC+oAEJCABCWxGQBHaDL0FS0ACEpCAIqQPSEACEpDAZgQUoc3QW7AEJCABCShC+oAEJCABCWxGQBHaDL0FS0ACEpCAIqQPSEACEpDAZgQUoc3QW7AEJCABCShC+oAEJCABCWxGQBHaDL0FS0ACEpCAIqQPSEACEpDAZgQUoc3QW7AEJCABCShC+oAEJCABCWxGQBHaDL0FS0ACEpCAIqQPSEACEpDAZgQUoc3QW7AEJCABCShC+oAEJCABCWxGQBHaDL0FS0ACEpCAIqQPSEACEpDAZgQUoc3QW7AEJCABCShC+oAEJCABCWxGQBHaDL0FS0ACEpCAIqQPSEACEpDAZgQUoc3QW7AEJCABCTx79+7dfin885//pPL5+3//ee23LdZcAhKQwAEJ7FKEUJ03b9789J/XyGbo0J///OeXL18qSAf0ZpssAQnsjsDORAjVef36NX8T9/zxj398/vx59AZl+uWXX0qZ+PCvf/0rCXZnEissAQlI4DgEdiNCiX7+8pe/JNb58ssvHzNSUn777be8QYR+/PHH45jTlkpAAhLYF4F9iBBy8vHHH0P2vPyM0BMzRbQMifbllNZWAhI4DoEdiBAK9OLFC7SEmObSOz25FnNyrVNzx3FrWyoBCeyFQHcRqhjoCgWKDcjh1atX/L06h73Y0npKQAIS2B2B1iI0l34kHvL+0O680wpLQAJ3T6D1w6pZ6sYahEtn4UZmy20hsmK1wt1b1AZKQAIS2BGBvpHQ7OELSxvQoV0/nLsjx7KqEpCABKYQ6BsJ5UHUM0uxpzRvmCZZGQxdys30EpCABJYj0DcSInAhGPrHP/4xY+NzZ4ipuRnzNCsJSEACEriaQNNICPkhEuKpoKsb9uCFZGgkNC9Sc5OABCRwC4G+IkSrPvroo1vadnote/w4IzcvUnOTgAQkcAuB1iJ046K4Uy6zh1a3oPdaCUhAAhJoKkJsRYptZheh2DuZ+5KABCQggc0JNBWhHBHkSwISkIAE7ptAUxFaKAZS2+7bm22dBCSwOwJNRSgrCBbSjGTuSwISkIAENifQVIQSCZ0enHojrzoI/MZ8vFwCEpCABGYh0FSEcuzC27dvZ2lkZUKGOY913mzNTQISkIAEriPQVIRozOwPlhIG5Yy760h5lQQkIAEJzE6grwi9fPmS1s64wcHsm9HNbgwzlIAEJHA0An33jsMSM+57XYfjzbsZ3dHcZZP25k7e8C9Peg3/HdYqke4w3s06lPqEN0bDm9hxX4XqdavZq7UIEbugQ8zL3b7lKIerkhv5eENoNd+6qKD85hOtcuuOfx+TmWQ7FJVhQeevqpSlVfEHNohSnC6y130k1us62LG1CAHo9evX3MhBPG7ZcYc5PUSIfGY8GKKD8fZbh/rxZ+1J9qsdKkRJAm+GocxpoHMeQq3yH77JlhkpcbQCM+WWMjlk2a+PndZcr+tpze4iBLVMyl2tQ5GxWcKpnibcS62iNKgOf0sSIirDcGT9fj9RF6/M8p0qYgZAjmD24mmjyFiva264HYhQ6dCloQy9yZs3b7IizltBmzhiCU8tMEmckf3ROy+XjxpFMitaSoX5S/3XF8tNLLjHQvW6fVltHyIEU+bT6Mj4/U+8r4Mj5li8S6VrX/ZrWNvTiKeEp7PqPDmtx4CGNLhTUiaGI0gyQurghHpdBytcV4fdiBDNY0CKFOFt/P4f+/HHF+kv+Hsm2XWwvOoMgcSdFTfcgfA81tj4GHN3jIoyr6inbfXT0OvuYAy0JxGKo3OPZ/jjrzvY6Q4yc2KnsFqnMFT9In+c2ap0gqrRav6WgvS6e/K6/YlQeSFmqNvIkaJM1u93zmflX/ItxY2m3aP6PF+cSaoDvlSjFYyu140g34nXvdv/i1vEvPbfjn20gCUew/sivP/xxx/3UfVVahk+EWP+8n6VYu+8EL3uvIF37XX/cwfOqwitY0QcPYuVE/eoPU/2C/VwG1IEvXXMdGel6HUXGbRw8Tvdi9cpQheZ+KCJa0Vihvb2p9P94HQIP/3ag6fU6652gH15nSJ0taHv/0JcedQR3H+bF2vhcI4OqouVs/uM9boZTbgLr1OEZrT4XWVFX5DnMb2xMaNdmcOs20XOZ56C1etmdLbKqrnXKUJLGH3feVYsr/wsZMha2YHMO7cZyHrdQs5W2bb1OkVoadPvKX87gjWtVZ3CwVfQ6XUH9zpFaE0HaF0WfUFtRePwfB1TDfvfY87O6XXreNqwlG5e1/dk1RWefbOIevKXfShevHjBv3SF3DY/7DOnK7sEnNl2BeaUy1aHWGHlCmxYHA9a6nWb8G/ndevr8Owl+pzQLUhrKHrwSaFbGM5ybWbn6CCOEBLpdbP4zO2ZdPA6I6FNxiJdCq2hqHuNb26SYUhUJ19sXqslKqDXLUH1ujxbeN3tWrp5DkZCV5ig5oVdoHUFveUuqTXK7LawXClb5azXbUX+fLnbep0LE3p6xbK1qr09nIJbFvS1uWeS5M52RNTrrnWHla7byutW3UWbW6/XxYznr8pe2guddJmbxvf0ynF/tMgD2TqblUNJMBO3iOi7O9dzYt30uomgtk22idfdwz2hHHO3rfH2Unr1BcwF38FxWHvBfkU9GVQxAMJeWbW465detxfzbeJ1q0ZCC1ki4/r7C1lmx1V9QW3jMXsRZjgvgRqZTjzVft7SZ8lNr5sF45qZrOx1itCaxt2yrOoLenZnrAfjwOwCRGj7pz/96f333z+D7NmzZ6jpQtOwW5rqv8tOMLTTebnmXtfHyt1qsqbX3cN0XDf7NawPLvXq1Ssq1lOBqBgiNNym4auvvqLn/fnnnxvCXLlKeXKoevOVS7+luP5ed0vr7vvaVb1upYUXSxbjEu0n6WZH984nCHAu++ghTT4hGKJpiNPf/va3aiNzBb/++iv/Zg42n5OANn799delZLkqa4IrDQlGakdWfEia77///kmMGybIbPO+1sv197oNDbqLotfxOiOh+x7Q/Lt1PBtId8BauDrocxdt/vDDD1NPZOPzzz+vOtMRjyIkvv3kk08iVxU/cRXt5fP8kPg3T0ShTH/4wx9QMj7MnEMUjmUan376aVsyVB4jUu29bO2zU69r6wCbVGwlr9uFIJ+vpJHQGT5Z4Nv/ycdhJER0QlzCDaGEbsgD31YbKwCqN8zdVaj08uVL0ucqEiQwIkNyq7Apc5KJn7g2OUermv8ccgOs/74+e/G65uZuUr2lvc6FCZuMMFYqNJPy/O3/rAmO/vbt2+Ly/PnzRG98kgggsQsvIiQm0EhfCxN+++03rk14RDJ+uvzNDFt9yBLKOjoBIARGJCM9CX744YfknIm7lWxzbTFZsd3ZoDvyumuNcLjrFvU6p+Pu2Z/SdzPw30Uja4BPdILAMJP2YLWHi+iSAIHhEnSLgOm9996rq0aL62pcScrESZmjI07iQj7cBSWsmf2n29Z2X17XFmOrii3rdU0ivluq4XTcg/T2NSUyWpjAv5999lnahcDUdByCwY8zcpU3mUbLUgVexElJPJzEY9ptmKZwDUv57rvvSHOLH652baZHep75tC+vW81kd1DQcl5nJNRqwDFnZRgssyKOeyRzZrpWXsQo33zzTabgMlPHvBnTbl988cUw1uHbhDsEB/zlEn7t//rXv0bVjDJxLTnwFVOUWenAtYmryJy5u8pnrVZeWU5C257B0K697kp7HOOy5bxOEbpPD8ptj8SIu2ghOjGcPUM+CYByogFfERWlLSza5kZRUqIrvOFbUjJ3xyXEQ1yCSqEx/Fvr60icFdh8wue8yf2h3ARi6i/LuymFzPs/nEQTqCctjfT2ee3O6/qg61+TBb3uPuLEfT0/sQLzPKLRfxnVCijusoies1563V06WzVqIa9zdVz/IcjFNczjLwiz++ldzG4/FzCpWGv8OtRar+tghaXrsITXOR23tNU2yD+zNG6SvQH6FYtkNpLSauX6EiVfNN2n1y1hgm55LuF1ilA3K89Qnzdv3jAXt5e7QTM0+JBZcFsIK2PrhVqfyGb68ge9biFDtMp2Ca9ThFqZeJ7KMDr2gKV5UPbOhXFG1m4s9OIeD6+JUnS719GW08COT1gzwt+5BlXZigZi9WYherNnywqaRQPfiRWe3esUoYnkd5OMASyvuX6xu2n2ISuauZGLJs2mc2Icw4wu96J5Eyk6U9AsXvfgQ7gsrOfzbJMxvfJTUpLhvnZTrEZlcHCmjTNq9mkps3udIjTFXfeUJj1FHGW1F2O0W8riF9VZNWsE2mQoWqgT7y46Os4aSwx0fnZuFq9DEmjLUOp4z4r54fa1/MtDY/XKenr+1lXZw6kQsScTM4pMFeYRsQdfwwx5X1llu1gePqtPUp+hWPIvCcj/QYUmN8qtHHhPffi3HgPgqlHpGVUMnxNIJlXzbDTF822VZtRGLqc+PC1XHM5X8tJf7uxepwhdaoLu6eN5K/fp+1qGxzND5weSIxvTuuEjR308IFY+3cdo9homJDozOzeL1+Ukw2HEw3uGU3xeUsSbbJPBiwexY0dUqqYlSVDOn/2cWGHMdhhsnT7SobqqMiQZ10bU+ZYX19Jwrk2PP9qaPYOn2pr99AkzviUTsqVoviWa5D1Ps/FYW2qOYFTpQKb5KeXMtvHkQw4UmuKo26iN5Mm3pDndP75ad4uHzO91d7CwPY8x3kFDZmlC7hzOktX0TLJtKH6fN/yK6mif4Xu+IkE2yeZHWFtfD7fYqW+TVV7Dq7JdTYbnw3OG+Dxl1Ydkxfs8wUriXMjfnGpRyZLVmbOIUjrX8tOtR69ygtHwdCJy5kWCNc9tyiOE0y11Y0oamD5o9BTaXF5HHz30Xt7zScw93EmdT4DMdn+xC19l6/SkpHp5H+3MexInq0o8vCpp0AaELe/p2evaSpkVpyk0D82UF5E+x18NXySoivFtZZ5rhxsvkQ9PXtepIue3ja/6UBPyrz2raGP8c/iDGu0fz3BqVMkr/p3X64yEbhkTdLx2oTsE55uajimDUH7J6YsZozGg43eV9xmHkoBjezIePL3DSZoavbJ/QR3wQ0o+Jx+uIqs8rJD3aS86wfskqGypD1elPpU4Y88aSI4GvMmNzLmqziIiw9Eglwqk68/pRDVMRpZ2sefC1Y4b7eEFKNjW2rm5vC7nQmULpWxy8eA+tgmMct7HqC3DJTmkIUSjkryYSj2NVIbXZphSERV2rGuHsWb26UgQw99MhfH6+9//XtuxD7OtsIwE1CGJmS4jk+EUIh6FjD0YcP/+979/zF5kQj2rDqfTxfwuMj+Zcmuz+asdYIkL/3eJTO8gz0wH77EhePa2S+NylByu/8EHH/Cjyr3fdAH5QfKjypQL3wJ5eHOYz9l0J/Mhefy+brEykMwMRvqmdBbkmSiHfBj9ZRKD0ukfky3VqBtOZMW12dGHmiQBP2M+DLHKjfeZcz/t4yoZqlbf5sBWvqKIx65ayJeo+WP79wDkdFY2R3tMqQyhxqkjATbXZmInsWBIzuV15IZFMGLlPKptRip8+2CXPbx/w/gAtyErLJUNah97JYYeqgJF4IqJ8M5ciysmz9qafVREmYDME3MkAWOsIsZgC217bJXEmelW8hy28bGlkk9Wcoo/DNNQ84leNCVnI6GHKc31i5pig3nTzOgcl1YsnXKGrnlfGIcLJWpse+rK9Gs1Wszote6614+Zq05HxyRjpJnhHgND+qnTC6nS6d3p4WD5wQHvKQRkpobD6Y4pOslGO+BdCvC69Bf56kWJz9RnOTejL859fux42i9HgejBHzvpo0xMj4yKJKjFLme6cgyKmuIwNargE15oIRXAvg+uu0li/Ce3yvI6JVb1wWeoxjBxbJE7T8M7YcOhD5efWVJB6xC/auOpUVIErThfyescb66rjIQeFaFMLu/uxVB30eVSZ4DMcvd+OFpkDv10LF8KN6rJ8EKCgCmDNX7e3CsmMntywDssa9Qp0GXkgImI0PoOkymyieVC5patNOped+YJ4Fao5/I6moPdURr+nkomK7ax16i7R2ZYckZvjmmqN+daxCPGyubrD/bmfEggQoZD29WEG5lka/bT/r22ZidkJBOKyEmMI0PUBACsgJaddmHFv+SJftTRi3UhPk9uXEjK023jkyxtoZ6sgst7iqYC1cbsJU8OiB/lMtdHYjqHmkWY6DArJDMSWgGyRfwXgTOD6OyKPRy1PShCp0DpYrLiqF5Thvz8zhMznRnwnpZFDSv04Vsun1LWQk6w8uxrbgXRl9GcLMFYou2Yg/50GAbFMSiU2zbUIWuR8ooWokxM/6JDWVCXD7OyjjSZy810a3ZSJ0HekFuCicqQTPgKcU0IlW9J9tjW7GSSu/3DJW0x9zBipj4J4JBGKpn7XlEaPqzS+YTczmwbn6YlSqPEaiM5VBtzay3NrP3jYTgKua72yZm97oqlEa0uyXIdcLeq1YaVyVhs5QpUicOi00+lJvxU8p4P6S+yUoCfShYU1WIe0tRiHu75Y9asIBplVcvPhsuW+Okmcboh3gwXSqUOWarEEDu/0hx2lxV0cKNiWb80XFw0LL2qkTEvX1EilUx9uKqWP63DP4usUpOlX5QV16K9pyVu4nVLN9n8HyQwu9ftPhJiHMoLZd7pOoKrByOPXZhjqpebsn+w3LrlM7z3MxwGDm+WMILL9BcunlupGUvyhvEEHTo9GqNFRnnMIWQ0N8qqRt81quWSugWN9mROBj0b1qcSk3PE48EBL1Wq+qSxVXq9weWyphYxyylEacUSYcGTHjJs45OJr0vAjytrAeAMutMJvU287rq2eNUsBOb0ul2rfTS5ovLhuvtdt+vGysNkzUdVLqrtMKa56EITnxLIYZcVbi6B6LEHg07L6ux1S5A5bJ6ze92+IyHmpjMZEi6ZqvYFk+HOJQK5VwKLblyd2YVsGZcA6Pz9Ob3uXt1s1K75vW6/eh7hqenp2fV5v2QyO9Sz/sOH2HvWcC+1yjQAtl6owgRYD97+eay4zl63EKIDZruE1zXtqp60bub0R+sRMlJ78tq7T6Ae372JaWCWXSw6F3cRRr3uIlw7TbyE1+31eO88DYPfD6cI+CSPyuf3cORXjveWwx37AK7ORFlGpk1eel0TQyxXjSW8bpf3hBCbWtc/xJ2V8nw113Nzy9ly6ZxB8dhuLksXbf4rEEB+akOjFYqbWIReNxHUTpMt5XW7iwqffDDodJpud22cpcKL3jCYpYbXZTJ6iOeKTE63T74ik20vyRr3PnNxReNevW5bczcpfSGv218kxNqMTMQ9NprgKx8bSl9wl8EQ7Tp/yGY2TdjpYHNKtbPdSz2ZMOWS1dLcq9etBrBtQQt6XRONnViNiWszcqOo4ThxYjPnStZ/WMojn9k+a9jkbM/M3/qwjgXKKQw5diVv2OwATarTgPiER1DpCuugl+RGEXXsyjASyu79o1OIuCTZ9nzyLAPSnnXDLv29bq7f16HyWc7rdhYJ1YNB58cLWcLhHgrN75DRy7PjAJ0pOyPUGQFsTZ/NdfjL+xg6p/6QLMOxbNLFG/yBAQeCkSOL+JCtt/iXPHN4DAmylQ678eee6tBzEBuuipJl67nkQJ785HIgZreRaW6IpkfoVrfUp7nX9YTWvFbLet2OxDxTcBP3Argo8Y4gXFrVthvrJagdRieIwfC4TFrKZm4xN7FLtoOLOOV9No+pgKBi3wp0yJCNTasI1IgtdpJbdA44ecMr+8iRW0YwE93sUnPcmP7BJxNuzHOJy9t63RKNvfs8l/a63URCjGEz7M0zcU++SEbi6Ud4PZnhThPQyWbn4271Z2w13BGOf5lGIwphL2Q2z8/JQLyv2OXBx/VRqTMBAVNww9xyTt0oEqpss3ldFTfRzVammuC+/8r7tl63sr3uo7ilvW43IjRxIm5odffygUaWrSea7v+TQAOIXWpoiUrVKS8PitCDJ58OmzkcpZJbT2mZaBf6gkzEnd8+Z2Juiybbl9ctimLvma/hdbuIJTNDcsWW9Znld4VCw5Ua2YW63I8bMMybPbb8Gv0gwel0XM3R8dXpdFxOuzn18JqOQ/Aq2xxMR61GB0A0+YFkRLXcJj1LNLOh1y3RzDvOcx2v20EklIk4epMrToTkkkzK7X08cmP96VjhwKRcn8d4CXHQgET61IrTLVkFQCfL1qs57wu78wR+TaCNZtLOA8mCAtYaIC1M7vGeT1iDMAoHWeBABTIFxxGWw8DrRuDzXl4/gf4TccOGN/S6ee1y37mt5nU7ECEeDMLYV//8Mj2tDmWLow0P/z79xdapPIgBEUmeMs5pQDmqh+VwmY6ro4B4X4f9PHbqD0qWcyfJhCJyUB45cOBQpuOGpxAhPDlxGbmK+I1OIdq8o4kYh8zmlbm0Ag297tImHDP9ql7XPJac+GDQ+Vak63FSLqtcRNHc54fVi/93firoSZh63ZOIuiVY2eta7zn95A49043Hz5g4YHr6e01Zp8Ioyf1NvHJfsBwQvW45trPnvL7XtRahGTeHv3ppw+w23jxDe4TNTTClAllTs+sYaBTSuU5hit23TbOJ1/UVoVkm4oYW9TdQNEqHrlhwuO2P5CClV19wT+3V65pbcyuv6ytCeeh63g2yGFo6KVe/hPicQFp1DTh87HKv4wO9rpW/pTLbel1TEVpo050Z5/caetIVVQqQnocCXNGcvV+SE7V53asCxUB6XStH3dzrOopQJuIWGqFnUq6VE2xbmVq8dN8d37aQnyy9hqKzR/9PFr1JAr1uE+yjQpt4XcfueKGjkyrwRIT29eT5Cv5a08GumluB9mlfkKXzRxsH6HXrO1uV2Gcc0E6EVljG5l4+D7p+H6fc8Je5ctHDoWjPfbuXBqLXLU34NP9uXtdLhJbeM7zs4Vbzj7l+DU6PNipfuS8YdgSi1uvWcb+eXtdLhFaLUVaIt9bxqiVKwVOzx8Td3yFfgt6UPLOzaqaF513/OaX0nmn0uqXt0tbrGonQ7A8GnTeqe/mc51NPddBdHnOmaPZOAaTZS80ViY+x1esO6HVdRCjOR383uw3OZOhePk/SzvJNo6InQT2p6ET5kpyIUa+bCOo+vK6LCC30YNB5IzkpN9HXRx2oM0gTuZGsZuEj5MaU09HpddNZjVLuy+taiNCiDwadN2TmRuxVp7j70LPh5mLuJ4c4dWuNN+Ka4mOnafS6i7jhZrvzuhYitMQOPRMtt6H+Taxht2SjQRbDVSV8aKPwqZk3lx7M4sB63UUzb/vyuu1FKBNxG65SdS+f67oJTJY4su4YHVmN0kvWogN6AWfervOr81fpdacjnr173cYitNqDQVMm5Zb4zdx9nsPO94BqNFzw5l2f1bxdr6tllnfgdRuL0KI79Ez/SWSFgnv5TCf22Nz9KDa6y2ggwpOZdwPBW3zm9msfVCO97nawa+bwjMLqt7Tym59++unjjz/OxMXKRZ8W9/r1ayJ91Ki60c2rtNMKcDr9mzdvMC6v6qNz2++jjz7aKV4aRXPevn2bNxl+0hZalDc7NdbdVFuv268pNxMhnObVq1f8zdKADq8XL15QjT716cDkxjqkayCT7IWRvru677Z9N9WmqhEbhedGH1j/cr1ufea3lLiZCDWMPBKZ0V1++eWXtzD12gcJJIb45ZdfRkESiRMnPX/+fJOooiQHvaEyFeuUahrx7Nel9br+tttGhPAMwo4mE3FDIyFCdJFOyi3tuDgAr3T6AM+/VWitb06oFHEqSUg4Nb2GyXn4FyEc/lvThsk5hTrPNp3wXlLqdT0ttY0I0dfjELU5Rys0z549y5OYrWp1hMqM+ojo0/mGj8RpmHgkbKN8SufyRsk5goM92Ea9bnPTbyBC3377LXeDRuuLNgdRFWhevT6g1qnJMGSpgIZQpkofJajPS2YIpCp4yh2pdWpuKfsloNetabu1RSgTcc1DjUzK5RmmNY1hWRKQgASORuB3KzeY9Qj07M3v/GfJOOHaynAsTgISkMDRCKwqQoQXTHaxHqHt2tyYH5lkjdxwEdfR3ML2SkACEliHwHrTcUzEMc1Fq/byIE5WT+yltuu4i6VIQAISmJfAepFQVjp12BxhIkHmDBEhQreJ6U0mAQlIQAKXElgvEqJm9On7utWPcDafObzU3qaXgAQk0IrAepFQ7rVc2njuzQwfY+Ty3Fi6NJ/r0qtA13HzKglIQAITCawqQhPrNEzGaroNReiKCnuJBCQgAQlMJ9BdhM63BH1if8xvvvnm559/rpS//fbbDz/8MPyQT9ghhr98OJK06aRMKQEJSEACsxPYsQh9//33H374IavXfv31108++ST7NKNGPAz73XffjT5kYo2l4XyOFM0O0QwlIAEJSOA6AqsuTLiiiuzkNtpOtJ7g4Q2K8vXXX5NtNoBCaVCj999/PzeNsjsDKpXV4W03CroCi5dIQAISuA8CO46ECIOYXmNfAybfEJ4sIiASQre4k8SLmTo+R4H4y1euMrgPl7UVEpDAPRHYgQiNJtBKVAh6iHLYnvKrr7764IMPEv2wteXwYNrPPvuMJXnIFV9dsTbvnixtWyQgAQk0JNB9Oi7HnQ3XZPMvd3fqpM4wZVKOqAhNyozc559/PmJNeLThQeYNDW+VJCABCXQg0D0SQk5q/RtPCH366acERtEY9OaLL75InMTf9957jzfoUy2BI73RTwcnsw4SkIAEHiPQXYQIa1iYwKo2JAftQWm465N7PKyOYwkcMkOUw4eJlhAhpuC4ig8Jj0iTlnNqmU4gAQlIQALdCDhJ1c0i1kcCEpDAgQh0j4QOZAqbKgEJSOB4BBSh49ncFktAAhJoQ0ARamMKKyIBCUjgeAQUoePZ3BZLQAISaENAEWpjCisiAQlI4HgEFKHj2dwWS0ACEmhDQBFqYworIgEJSOB4BBSh49ncFktAAhJoQ0ARamMKKyIBCUjgeAQUoePZ3BZLQAISaENAEWpjCisiAQlI4HgEFKHj2dwWS0ACEmhDQBFqYworIgEJSOB4BBSh49ncFktAAhJoQ0ARamMKKyIBCUjgeAQUoePZ3BZLQAISaENAEWpjCisiAQlI4HgEFKHj2dwWS0ACEmhDQBFqYworIgEJSOB4BBSh49ncFktAAhJoQ0ARamMKKyIBCUjgeAQUoePZ3BZLQAISaENAEWpjCisiAQlI4HgEFKHj2dwWS0ACEmhDQBFqYworIgEJSOB4BBSh49ncFktAAhJoQ0ARamMKKyIBCUjgeAQUoePZ3BZLQAISaENAEWpjCisiAQlI4HgEFKHj2dwWS0ACEmhDQBFqYworIgEJSOB4BBSh49ncFktAAhJoQ0ARamMKKyIBCUjgeAQUoePZ3BZLQAISaENAEWpjCisiAQlI4HgEFKHj2dwWS0ACEmhDQBFqYworIgEJSOB4BBSh49ncFktAAhJoQ0ARamMKKyIBCUjgeAQUoePZ3BZLQAISaENAEWpjCisiAQlI4HgEFKHj2dwWS0ACEmhDQBFqYworIgEJSOB4BBSh49ncFktAAhJoQ0ARamMKKyIBCUjgeAQUoePZ3BZLQAISaENAEWpjCisiAQlI4HgEFKHj2dwWS0ACEmhDQBFqYworIgEJSOB4BBSh49ncFktAAhJoQ0ARamMKKyIBCUjgeAQUoePZ3BZLQAISaENAEWpjCisiAQlI4HgEFKHj2dwWS0ACEmhDQBFqYworIgEJSOB4BBSh49ncFktAAhJoQ0ARamMKKyIBCUjgeAQUoePZ3BZLQAISaENAEWpjCisiAQlI4HgE/h/zDIMEl8JeZQAAAABJRU5ErkJggg==)

Rezultate

Pentru testarea aplicatiei, am printat rezultatele obtinute si am analizat cateva activitati la fiecare cerinta, pentru a garanta corectitudinea rezultatelor. La implementarea fiecarei cerinte, am testat amanuntit functionalitatea sa.

Concluzii

In aplicatie s-a realizat implementarea unui sistem ce analizeaza comportamentul uneoi persoane, inregistrate de un set de senzori. A fost nevoita folosirea stream-urilor si a expresiilor lambda, aceasta tema fiind foarte utila pentru cunoasterea acestor aspecte importante ale programarii orientate pe obiecte si a limbajului de programare Java. Ca dezvoltare ulterioara, poate fi luata in considerare posibilitatea adaugarii altor activitati in log, direct din aplicatie, precum si o interfata mai prietenoasa pentru utilizator.
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